**# extract 5000 random sample from “squad” dataset**

extract\_5000\_sample\_squad\_dataset.py

from datasets import load\_dataset

import random

import pandas as pd

# Load the SQuAD v1.1 training dataset

dataset = load\_dataset("squad", split="train")

# Convert to list of dictionaries

data = [{"context": item["context"], "question": item["question"], "answer": item["answers"]["text"][0]} for item in dataset]

# Sample 5,000 randomly

sampled\_data = random.sample(data, 5000)

# Save as DataFrame and export to CSV for inspection

df = pd.DataFrame(sampled\_data)

df.to\_csv("sampled\_squad\_5000.csv", index=False)

print("✅ Sampled 5,000 examples and saved to sampled\_squad\_5000.csv")

**# Generate synthetic answer for 1000 random sample from “squad” dataset**

**1**

Generate\_synthetic\_answers.py

import pandas as pd

from openai import OpenAI

from dotenv import load\_dotenv

import os

import time

# Load environment variables

load\_dotenv()

client = OpenAI()  # Auto-reads your OPENAI\_API\_KEY from .env

# Load the 5,000 sampled SQuAD rows

df = pd.read\_csv("sampled\_squad\_5000.csv").head(1000)

# Define function to call GPT-4o using new SDK

def ask\_gpt4o(context, question):

    prompt = f"""Use ONLY the following context to answer the question.

If you don’t know the answer from the context, say "I don’t know".

Context:

{context}

Question:

{question}

Answer:"""

    try:

        response = client.chat.completions.create(

            model="gpt-4o",

            messages=[

                {"role": "user", "content": prompt}

            ],

            temperature=0.2,

        )

        return response.choices[0].message.content.strip()

    except Exception as e:

        print("❌ Error:", e)

        return "ERROR"

# Generate synthetic answers

gpt\_answers = []

for i, row in df.iterrows():

    print(f"Processing {i+1}/1000")

    answer = ask\_gpt4o(row['context'], row['question'])

    gpt\_answers.append(answer)

    time.sleep(1)  # Avoid OpenAI rate limits

# Save output

df["gpt4o\_answer"] = gpt\_answers

df.to\_csv("squad\_gpt4o\_answers.csv", index=False)

print("✅ Finished! Saved to squad\_gpt4o\_answers.csv")

**# Calculate Hallucination**

**2**

hallucination\_check.py

from transformers import pipeline

import pandas as pd

# Load your first 1000 answers

df = pd.read\_csv("squad\_gpt4o\_answers.csv").head(1000)

# Load NLI (Natural Language Inference) model pipeline

classifier = pipeline("zero-shot-classification", model="facebook/bart-large-mnli")

# Define hallucination detection logic

def detect\_hallucination(context, answer):

    try:

        result = classifier(

            sequences=answer,

            candidate\_labels=["correct based on context", "hallucination", "unrelated"],

            hypothesis\_template="This answer is {}."

        )

        prediction = result["labels"][0]

        return prediction

    except Exception as e:

        print("❌ Error:", e)

        return "error"

# Run classification

hallucination\_labels = []

for i, row in df.iterrows():

    print(f"Checking {i+1}/1000")

    prediction = detect\_hallucination(row["context"], row["gpt4o\_answer"])

    hallucination\_labels.append(prediction)

# Save result

df["hallucination\_class"] = hallucination\_labels

df.to\_csv("hallucination\_scored\_1000.csv", index=False)

print("✅ Done. Saved results to hallucination\_scored\_1000.csv")

**#Draw Hallucination rate chart**

**3**

hallucination\_rate\_chart.py

import pandas as pd

import pandas as pd

import matplotlib.pyplot as plt

# Load scored results

df = pd.read\_csv("hallucination\_scored\_1000.csv")

# Count total and hallucinated

total = len(df)

hallucinated = (df["hallucination\_class"] == "unrelated").sum()

grounded = (df["hallucination\_class"] == "correct based on context").sum()

# Calculate rate

rate = (hallucinated / total) \* 100

# Print stats

print("📊 Total Samples:", total)

print("✅ Grounded Answers:", grounded)

print("❌ Hallucinated Answers:", hallucinated)

print(f"🤯 Hallucination Rate: {rate:.2f}%")

# Load hallucination-labeled results

df = pd.read\_csv("hallucination\_scored\_1000.csv")  # Make sure this file exists in your folder

# Count label frequencies

counts = df["hallucination\_class"].value\_counts()

# Prepare pie chart

labels = counts.index

sizes = counts.values

colors = ['#66b3ff', '#ff6666']  # You can change these

explode = [0.05] \* len(labels)   # Slightly separate slices

# Create the pie chart

plt.figure(figsize=(6, 6))

plt.pie(

    sizes,

    labels=labels,

    colors=colors,

    explode=explode,

    autopct='%1.1f%%',

    startangle=140

)

plt.title("Hallucination Detection: GPT-4o (1000 Samples)")

plt.axis('equal')  # Ensures it's a perfect circle

plt.tight\_layout()

plt.show()

![](data:image/png;base64,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)

Using RAG:

**#Indexing using FAISS**

prepare\_faiss.py

import pandas as pd

from langchain.vectorstores import FAISS

from langchain\_community.embeddings import OpenAIEmbeddings

from langchain.schema import Document

from langchain.text\_splitter import CharacterTextSplitter

# Load SQuAD data

df = pd.read\_csv("sampled\_squad\_5000.csv").head(1000)  # Use same 1000 rows

import os

from dotenv import load\_dotenv

load\_dotenv()

openai\_api\_key = os.getenv("OPENAI\_API\_KEY")

embeddings = OpenAIEmbeddings(openai\_api\_key=openai\_api\_key)

# Turn contexts into Document objects

documents = [Document(page\_content=row["context"]) for \_, row in df.iterrows()]

# Optional: Chunking (helps FAISS indexing)

splitter = CharacterTextSplitter(chunk\_size=500, chunk\_overlap=50)

chunks = splitter.split\_documents(documents)

# Embed using OpenAI

embeddings = OpenAIEmbeddings()

# Create FAISS vector store

vectorstore = FAISS.from\_documents(chunks, embeddings)

# Save for later

vectorstore.save\_local("faiss\_index")

print("✅ FAISS vectorstore created and saved.")

**#Indexing load FAISS +** **retriever + LLM**

generate\_rag\_answers.py

import pandas as pd

from langchain\_community.vectorstores import FAISS

from langchain\_community.embeddings import OpenAIEmbeddings

from langchain.chat\_models import ChatOpenAI

from langchain.chains import RetrievalQA

from dotenv import load\_dotenv

import os

import time

# Load API key

load\_dotenv()

api\_key = os.getenv("OPENAI\_API\_KEY")

# Load FAISS

embeddings = OpenAIEmbeddings(openai\_api\_key=api\_key)

vectorstore = FAISS.load\_local("faiss\_index", embeddings, allow\_dangerous\_deserialization=True)

# Create retriever + LLM

retriever = vectorstore.as\_retriever()

llm = ChatOpenAI(model="gpt-4o", temperature=0.2, openai\_api\_key=api\_key)

qa\_chain = RetrievalQA.from\_chain\_type(llm=llm, retriever=retriever)

# Load 1000 SQuAD samples

df = pd.read\_csv("sampled\_squad\_5000.csv").head(1000)

# Generate answers

rag\_answers = []

for i, row in df.iterrows():

    print(f"Processing {i+1}/1000")

    result = qa\_chain.run(row["question"])

    rag\_answers.append(result)

    time.sleep(1)  # Respect rate limits

# Save results

df["rag\_answer"] = rag\_answers

df.to\_csv("rag\_answers\_1000.csv", index=False)

print("✅ Done! RAG answers saved to rag\_answers\_1000.csv")

**#Detect Hallucinations in RAG Answers**

detect\_rag\_hallucinations.py

from transformers import pipeline

import pandas as pd

# Load answers

df = pd.read\_csv("rag\_answers\_1000.csv")

# Load classifier

classifier = pipeline("zero-shot-classification", model="facebook/bart-large-mnli")

# Detection function

def is\_hallucinated(context, answer):

    try:

        result = classifier(

            sequences=answer,

            candidate\_labels=["based on the context", "not based on the context"],

            hypothesis\_template="This answer is {}."

        )

        return result['labels'][0]

    except Exception as e:

        print("❌", e)

        return "error"

# Run on all RAG answers

labels = []

for i, row in df.iterrows():

    print(f"Checking {i+1}/1000")

    label = is\_hallucinated(row["context"], row["rag\_answer"])

    labels.append(label)

# Save with hallucination labels

df["hallucination\_label"] = labels

df.to\_csv("rag\_hallucination\_scored\_1000.csv", index=False)

print("✅ RAG hallucination results saved to rag\_hallucination\_scored\_1000.csv")

**#Draw Hallucination rate chart (RAG)**

RAG\_piecharts.py

import pandas as pd

import matplotlib.pyplot as plt

# Load RAG results only

df\_rag = pd.read\_csv("rag\_hallucination\_scored\_1000.csv")

# Count hallucination labels

rag\_counts = df\_rag["hallucination\_label"].value\_counts()

# Get values

total = len(df\_rag)

grounded = rag\_counts.get("based on the context", 0)

hallucinated = rag\_counts.get("not based on the context", 0)

rate = (hallucinated / total) \* 100

# Print stats with emojis

print("📊 Total Samples:", total)

print("✅ Grounded Answers:", grounded)

print("❌ Hallucinated Answers:", hallucinated)

print(f"🤯 Hallucination Rate: {rate:.2f}%")

# Setup for pie chart

labels = ["based on the context", "not based on the context"]

colors = ["#66b3ff", "#ff6666"]

explode = [0.05, 0.05]

# Plot pie chart

plt.figure(figsize=(6, 6))

plt.pie(

    [grounded, hallucinated],

    labels=labels,

    autopct='%1.1f%%',

    startangle=140,

    colors=colors,

    explode=explode

)

plt.title("🤖 RAG Answer Hallucination Rate", fontsize=14)

plt.tight\_layout()

plt.show()